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1. Introduction

A dynamic environment is one that is always changing and therefore in a game the agent must find a way of noticing changes to their environment and work out paths that avoid obstacles at a low cost and is computationally effective to calculate. A\* is a static based path-finding technique where the path will be drawn up from the start taking in the agents location and its target, however as noted by *McCabe, H. Graham, R. & Sheridan, S. (2003)* *“If a dynamic object then blocks the path the agent would have no knowledge of this and would continue on as normal and walk straight into the object.”* This would therefore would mean that the AI would have to try and recalculate a new path around the object adding to the CPU overhead. This is where the need to create more dynamic approaches to path finding to allow for the obstacles in the world to be avoided earlier on, therefore reducing the operating costs.

2. Extended Distance Propagation Algorithm (EDP)
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Figure 1: Regular square grid

with barrier at location 6

3. Dynamic A Star Algorithm (D\*)

The creator of the D\* Algorithm Stentz, A. argues that by creating a global path from all known information then attempting to locally circumvent any obstacles, recreating the path when it is completely blocked off (Which is similar to the process taken with EDP) would allow for a complete approach to creating a dynamic obstacle avoiding path but *Stentz, A. (1994)* notes “*they are also sub optimal in the sense that they do not generate the lowest cost path given the sensor information as it is acquired and assuming all known, a priori information is correct*”. This is why Stentz, A. created the D\* Algorithm which works with a map under any state, be it full or empty or containing partial information about the environment and claims to be able to similar but far more efficient than the brute force optimal re-planning approach which is used in the EDP Algorithm. Just like in the A\* algorithm D\* maintains an OPEN List of nodes which is used to calculate the path costs between nodes. Each node contains a tag which specifies whether or not it is on the open list (Being evaluated) or not. For each node in the map D\* will contain information about the total arc cost between itself and the target node calculated through the Euclidean heuristic function that is used “h(G,X), which Stentz, A. (1994) noted “*Given the proper conditions, this estimate is equivalent to the optimal (minimal cost) from state X to G* (node to the target)*”*. D\* will use what is known as the PROCESS-STATE to compute the most optimal path it can to the goal and then uses a MODIFY-COST to change the arc cost and enter the affected nodes (Ones with obstacles) to the OPEN List to be recalculated. All nodes at the start will under a CLOSED List and the PROCESS-STATE will be called until the path has been tracked to the agent’s node or the algorithm cannot find a route to them (returning a -1). The agent will then follow a path until they reach the goal or come across an obstacle where the affected node will be added to the OPEN List again to be recalculated. Stentz, A. (1994) noted that “*Let Y be the robot's state* (Node) *which it discovers an error in. By calling PROCESS - STATE until it returns Kmin >= h(Y), the cost changes are propagated to state Y such that h(Y) = o(Y). At this point, a possibly new sequence { Y) has been constructed, and the robot continues to follow the back pointers in the sequence toward the goal.”* Which means that the when a node is found to have an obstacle it will be added to the OPEN list and marked as RAISE, but before its cost is increased it will check its neighbouring nodes to work out if the cost can be reduced or not, This therefore creates a map that where obstacle nodes and their neighbours will be given newer increased costs to reduce the effectiveness of creating a path near them, furthermore this will make the path generated to be away from the obstacles where the cost is higher due to it attempting to find the cheapest path.

4. Lifelong Planning A\* (LPA\*)

This algorithm was developed by Sven Koenig, Maxim Likhachev and David Furcy in 2002 and aimed to utilise A\* but turns it into an incremental algorithm that only updates the costs of nodes which correspond to the path generated. They describe the algorithms starting process as “*Its first search is the same as that of a version of A\* that breaks ties in favor of vertices with smaller g-values but many of the subsequent searches are potentially faster because it reuses those parts of the previous search tree that are identical to the new one.“* The algorithm works this way by calculating the initial “g” values of each node the same way that the A\* algorithm will then carries these generated “g” values from search to search. LPA\* also contains “rhs” (right hand side) values which are based on the “g” values generated but are one-step ahead values that are equal to the sum of the cost to the parent node and the travel cost to the current one. This allows the algorithm to compare node values for inconsistencies and mark them as “locally consistent” if its “g” value is the same as its “rhs” value. One of the main differences between LPA\* and A\* is that LPA\* does not make every node locally consistent by using the heuristics generated to focus the search and will only update the nodes’ “g” values that are computationally relevant to the generation of the shortest possible path. Another difference to A\* is that LPA\* does not contain an CLOSED list as it does not need to avoid the chance that a node will be re-checked by using the local consistency checks instead. Comparatively however both algorithms do use a form of priority queue which aims to recalculate the “g” values of all inconsistent nodes (where there are obstacles) with the smallest possible key value. The key value is a 2D vector that is made up of “min((g(s), rhs(s)) + h(s) + h(s)) and min(g(s), rhs(s)) and they are compared and ordered according to a lexicographic ordering. The basic process of the LPA\* algorithm is to set all “g” values to infinity and also setup the “rhs” values so that the only node that is inconsistent at the start is the first (current location) node which is therefore added into the currently empty priority queue with a key generated as explained above; Doing this will make sure that the first search that happens will be the same as the A\* algorithm would find (pending that A\* breaks up any nodes that have the same “f” values). Because LPA\* keeps information about all analysed nodes on the map it can now wait until a nodes cost changes (due to an obstacle appearing) where to maintain Invariant nodes if their edge costs have changed the algorithm would call UpdateNodes() which will update all of the “rhs” and keys of any nodes that potentially are affected by the change to the edge costs as well as adding them into the priority queue if they become locally inconsistent; Once this is completed the new path is generated once again following the same technique as A\*. Koeing, S. Likhachev, M. & Furcy, D. (2002) also noted that “*A locally inconsistent vertex “s” is called locally over-consistent if g(s) > rhs(s). When ComputeShortestPath() expands a locally over-consistent vertex, then it sets the g-value of the vertex to its rhs-value, which makes the vertex locally consistent. A locally inconsistent vertex s is called locally under-consistent iff g(s) < rhs(s). When ComputeShortestPath() expands a locally under-consistent vertex, then it simply sets the g-value of the vertex to infinity.”* (They refer to a vertex where I refer to a node) Due to under-consistent and over-consistent nodes possibly affecting latter nodes and their consistency respectively LPA\* makes sure to once again run ComputeShortestPath() to to update the “rhs” values of these nodes, checks their local consistency and adds or removes them of the priority queue as needed. LPA\* will continue to expand nodes until the goal node becomes locally consistent and the key of the next node is not less that the goals.
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